# API Protocol

In this protocol the following abbreviation are used:

* PC : onboard Ubuntu PC running ROS
* STM32 : Embedded processing system running FreeRTOS

All estimates are provided in SI units as follows:

* Time: [seconds]
* Position: [meters]
* Velocity: [meters/second]
* Angle: [radians]
* Angular velocity: [radians/second]

## Package structure

The messages (payloads) are sent using the [Lightweight Serial Package Communication](https://github.com/kdhansen/LSPC) interface which uses COBS (consistent overhead byte stuffing) for packing.

## Data order

Data which consists of multiple bytes are sent in **little-endian format**. This is the same format as is used internally in the STM32 ARM Cortex-M microprocessor and also used by default by the [ARM CMSIS DSP library](https://www.keil.com/pack/doc/CMSIS/DSP/html/index.html).

In little endian, you store the **least** significant byte in the smallest address. Here's how it would look:

![Little-Endian](data:image/png;base64,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)

In the API package a 32-bit integer as illustrated above would be sent as:

|  |  |  |  |
| --- | --- | --- | --- |
| **Byte 1** | **Byte 2** | **Byte 3** | **Byte 4** |
| 0D | 0C | 0B | 0A |

## Data types

|  |  |  |  |
| --- | --- | --- | --- |
| **Data type** | **uint8 valueType** | **Byte length** | **Description** |
| bool | 0x01 | 1 byte | Boolean: true = 0x01, false = 0x00 |
| uint8 | 0x03 | 1 byte | Unsigned integer |
| uint16 | 0x04 | 2 bytes |
| uint32 | 0x05 | 4 bytes |
| int8 | N/A | 1 byte | Signed integer |
| int16 | N/A | 2 bytes |
| int32 | N/A | 4 bytes |
| float | 0x02 | 4 bytes | Floating point integer, single precision |

## PC to embedded board

|  |  |  |  |
| --- | --- | --- | --- |
| **Test message [reserved]** | | |  |
| Can be used for miscellaneous tests but is generally not used | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0x01 |  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Get parameter** | | | |  |
| Read a configurable parameter (see Parameters table) | | | |
| Direction | **Message** | **Payload** | | |
| PC🡪STM32 | 0x02 | uint8  type | uint8  param | |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Set parameter** | | | | | | |  |
| Set a configurable parameter (or array of parameters) | | | | | | |
| Direction | **Message** | **Payload** | | | | | |
| PC🡪STM32 | 0x03 | uint8  type | uint8  param | uint8  valueType | uint8  arraySize | uint8 [1-246]  raw param bytes | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Store parameters** | | |  |
| Write current parameters into EEPROM | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0x04 |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Dump parameters** | | |  |
| Request a raw (byte-)dump of all parameters | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0x05 |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| **System settings** | | |  |
| Set miscellaneous system settings | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0x10 | *NOT DEFINED YET* | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Estimator settings** | | | | | |  |
| Set estimator settings | | | | | |
| Direction | **Message** | **Payload** | | | | |
| PC🡪STM32 | 0x11 | uint16  estimate\_msg\_prescaler | | |  | |
| **Controller settings** | | | | | |  |
| Set miscellaneous controller settings | | | | | |
| Direction | **Message** | **Payload** | | | | |
| PC🡪STM32 | 0x12 | uint8  mode | uint8  type |  | | |

|  |  |
| --- | --- |
| **Controller modes** | |
| **uint8 mode** | **Description** |
| 0x00 | Off |
| 0x01 | Quaternion reference control (thus “angle” setpoint) |
| 0x02 | Angular velocity reference control (angular velocity reference) in body frame) *– quaternion reference will automatically be generated/integrated based on angular velocity reference* |
| 0x03 | Velocity control (eg. for joystick control) |
| 0x04 | Path following MPC |
| 0xFF | Unknown |

|  |  |
| --- | --- |
| **Controller type** | |
| **uint8 type** | **Description** |
| 0x00 | Unknown |
| 0x01 | LQR controller |
| 0x02 | Sliding Mode controller |

|  |  |  |  |
| --- | --- | --- | --- |
| **Yaw correction** | | |  |
| Heading correction input with current heading/yaw angle defined in inertial frame | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0x20 | float  yaw | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Position correction** | | | |  |
| Position correction input with current position defined in inertial (global) frame | | | |
| Direction | **Message** | **Payload** | | |
| PC🡪STM32 | 0x21 | float  x | float  y | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Orientation (quaternion) reference** | | | | | |  |
| Quaternion setpoint for attitude controller in attitude reference control mode | | | | | |
| Direction | **Message** | **Payload** | | | | |
| PC🡪STM32 | 0x30 | float  q.w | float  q.x | float  q.y | float  q.z | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Angular velocity reference** | | | | | |  |
| Angular velocity setpoint for balance controller in angular velocity reference control mode  Angular velocity is defined in body frame | | | | | |
| Direction | **Message** | **Payload** | | | | |
| PC🡪STM32 | 0x31 | uint8  frame | float  omega.x | float  omega.y | float  omega.z | |

|  |  |
| --- | --- |
| **Reference Frame type** | |
| **uint8 frame** | **Description** |
| 0x00 | Body frame |
| 0x01 | Inertial frame |
| 0x02 | Heading frame (x-velocity points in the direction of the robots x-axis projected down onto the flat ground plane) |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Balance controller reference** | | | | | | | | |  | |
| Combination of quaternion and angular velocity setpoint for the balance controller | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | | |
| PC🡪STM32 | 0x32 | uint8  frame | float  q.w | float  q.x | float  q.y | float  q.z | float  omega.x | float  omega.y | | float  omega.z |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Velocity controller reference** | | | | | |  |
| Velocity setpoint for velocity controller when the system is in velocity control mode | | | | | |
| Direction | **Message** | **Payload** | | | | |
| PC🡪STM32 | 0x33 | uint8  frame | float  vel.x | float  vel.y | float  vel.z | |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **MPC path reference** | | | | |  | | |
| Polynomial path reference for the MPC – in this case using a 9th order polynomial  The path polynomial is defined in inertial (global) frame | | | | |
| Direction | **Message** | **Payload** | | | | | |
| PC🡪STM32 | 0x34 | float desired\_velocity | float  desired\_heading | float  path\_length | | float  coeffs\_x[10] | float  coeffs\_y[10] |

|  |  |  |  |
| --- | --- | --- | --- |
| **Calibrate IMU** | | |  |
| Enter IMU calibration mode  Note that the IMU can only be calibrated when the controller is in Off mode | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0xE0 | uint32  magic\_key  0x12345678 | |
| **~~Request CPU load and task status~~** | | |  |
| ~~Request formatted CPU load and task status string~~ | | |
| ~~Direction~~ | **~~Message~~** | **~~Payload~~** | |
| ~~PC🡪STM32~~ | ~~0xE1~~ | ~~uint32~~  ~~magic\_key~~  ~~0x12345678~~ | |

*No longer needed, since CPU load is sent every second automatically after boot*

|  |  |  |  |
| --- | --- | --- | --- |
| **Restart controller** | | |  |
| Restarts Balance controller application/task in embedded firmware | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0xE2 | uint32  magic\_key  0x12345678 | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Enter bootloader** | | |  |
| Used to enter USB bootloader mode to flash/update the embedded firmware  Note that bootloader can only be entered when the controller is in Off mode | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0xF0 | uint32  magic\_key  0x12345678 | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Reboot** | | |  |
| Restart the embedded firmware  Note that this will perform a hard reset independent of which state the system and controller is in | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0xF1 | uint32  magic\_key  0x12345678 | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Debug messages** | | |  |
| Used for debug text messages up to 250 characters | | |
| Direction | **Message** | **Payload** | |
| PC🡪STM32 | 0xFF | uint8 msg[1 - 250] | |

## Embedded board to PC

|  |  |  |  |
| --- | --- | --- | --- |
| **Test message [reserved]** | | |  |
| Can be used for miscellaneous tests but is generally not used | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0x01 |  | |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Get parameter response** | | | | | | |  |
| Response message for reading a configurable parameter | | | | | | |
| Direction | **Message** | **Payload** | | | | | |
| STM32🡪PC | 0x02 | uint8  type | uint8  param | uint8  valueType | uint8  arraySize | uint8 [1-246]  raw param bytes | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Set parameter acknowledge** | | | | |  |
| Acknowledge a change of parameter | | | | |
| Direction | **Message** | **Payload** | | | |
| STM32🡪PC | 0x03 | uint8  type | uint8  param | bool  acknowledged | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Store parameters acknowledge** | | |  |
| Acknowledge of writing the parameters into the EEPROM | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0x04 | bool  acknowledged | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Dump parameters** | | | |  |
| Raw byte-dump of parameters | | | |
| Direction | **Message** | **Payload** | | |
| STM32🡪PC | 0x05 (first) | uint16  parameters\_size\_bytes | uint8  packages\_to\_follow | |
| STM32🡪PC | 0x05 (following) | uint8 [0-250]  raw param bytes | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **System info** | | | | | Sent periodic @  1 Hz |
| Miscellaneous system info | | | | |
| Direction | **Message** | **Payload** | | | |
| STM32🡪PC | 0x10 | float  time | float  battery\_pct | float  current\_consumption | |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **State Estimates** | | | | | | | | | | Sent periodic @ estimator rate | |
| Latest state estimates – note that velocities are given in inertial frame and position is given in inertial frame based on position where robot was turned on | | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | | | |
| STM32🡪PC | 0x11 | float  time | float  q.w | float  q.x | float  q.y | float  q.z | float  dq.w | float  dq.x | float  dq.y | | float  dq.z |
|  | | float  pos.x | float  pos.y | float  vel.x | float  vel.y | float  COM.X | float  COM.Y | float  COM.Z |  | | |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Controller info** | | | | | | | | | Sent periodic @ controller rate |
| General controller info | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | |
| STM32🡪PC | 0x12 | float  time | uint8  type | uint8  mode | float  torque1 | float  torque2 | float  torque3 | float compute\_time | |
|  | | float  delivered\_torque1 | | float  delivered\_torque2 | | float  delivered\_torque3 | | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Balance Controller info** *(NOT IMPLEMENTED YET)* | | | | | | | | Sent periodic @ controller rate |
| Balance controller info (called AttitudeControllerInfo in code) | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | |
| STM32🡪PC | 0x13 | float  time |  |  |  |  |  | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Velocity Controller info** *(NOT IMPLEMENTED YET)* | | | | | | | | Sent periodic @ controller rate |
| Velocity controller info | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | |
| STM32🡪PC | 0x14 | float  time |  |  |  |  |  | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Controller debug** | | | | | | | | | | | | | | | | | | Sent periodic @ controller rate |
| Velocity controller info | | | | | | | | | | | | | | | | | |
| Direction | **Message** | | **Payload** | | | | | | | | | | | | | | | |
| STM32🡪PC | 0x15 | | float  time | | | float orient.roll | | | | | float orient.pitch | | | | float orient.yaw | | | |
|  | | | float orient\_ref.roll | | | | | | | | float orient\_ref.pitch | | | | float orient\_ref.yaw | | | |
|  | | | float orient\_integral.roll | | | | | | | | float orient\_integral.pitch | | | | float orient\_integral.yaw | | | |
|  | | | float omega.x | | | | | | | | float omega.y | | | | float omega.z | | | |
|  | | | float omega\_ref.x | | | | | | | | float omega\_ref.y | | | | float omega\_ref.z | | | |
|  | | | float vel.x | | | | float vel.y | | | | float vel\_kinematics.x | | | | float vel\_kinematics.y | | | |
|  | | | float vel\_ref.x | | | | | | float vel\_ref.y | | | | float torque[3] | | | float S[3] | | |
| **MPC info** *(NOT IMPLEMENTED YET)* | | | | | | | | | | | | | | | | | Sent periodic @ MPC rate | |
| General MPC info | | | | | | | | | | | | | | | | |
| Direction | | **Message** | | **Payload** | | | | | | | | | | | | | | |
| STM32🡪PC | | 0x20 | | float  time |  | | |  | |  | |  | |  | | | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Predicted MPC trajectory** | | | | | | | | | | Sent periodic @ MPC rate | | |
| Trajectory point from the recent MPC trajectory prediction – note that the velocity is given in inertial frame but the position is given in a robocentric inertial frame, hence with the origin at the current robot position  Time corresponds to the time of the MPC computation | | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | | | | |
| STM32🡪PC | 0x21 | float  time | uint8  horizon\_index | float  q.w | float  q.x | float  q.y | float  q.z | float  dq.w | float  dq.x | | float  dq.y | float  dq.z |
|  | | float  pos.x | float  pos.y | float  vel.x | float  vel.y |  |  |  |  | |  |  |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Raw sensor info – MPU9250 IMU** | | | | | | | | | | Sent periodic @  reading rate | |
| Raw sensor values from the IMU and used covariance (in row-major format) | | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | | | |
| STM32🡪PC | 0x30 | float  time | float  acc.x | float  acc.y | float  acc.z | Float  acc.cov[9] | float  gyro.x | float  gyro.y | float  gyro.z | | Float  gyro.cov[9] |
|  | |  | float  mag.x | float  mag.y | float  mag.z | float  mag.cov[9] | | | | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Raw sensor info – MTI200 IMU** | | | | | | | | | | Sent periodic @  reading rate | | |
| Raw sensor values from the IMU | | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | | | | |
| STM32🡪PC | 0x31 | float  time | float  acc.x | float  acc.y | float  acc.z | float  gyro.x | float  gyro.y | float  gyro.z | float  mag.x | | float  mag.y | float  mag.z |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Raw sensor info – Encoders** | | | | | | Sent periodic @  reading rate |
| Raw sensor values from the wheel encoders | | | | | |
| Direction | **Message** | **Payload** | | | | |
| STM32🡪PC | 0x32 | float  time | float  angle1 | float  angle2 | float  angle3 | |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Raw sensor info – Battery** | | | | | | | | | Sent periodic @  reading rate |
| Raw sensor values from the two batteries | | | | | | | | |
| Direction | **Message** | **Payload** | | | | | | | |
| STM32🡪PC | 0x33 | float  time | float  vbat1 | float  vbat2 | float  current1 | float  current2 | float  pct1 | float  pct2 | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Calibrate IMU acknowledge** | | |  |
| Acknowledge of initiation of IMU calibration | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xE0 | bool  acknowledged | |

|  |  |  |  |
| --- | --- | --- | --- |
| **CPU load and task status response** | | |  |
| Response of the formatted CPU load and task status response text message up to 250 characters | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xE1 | uint8 msg[1 - 250] | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Restart controller acknowledge** | | |  |
| Acknowledge of balance controller restart | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xE2 | bool  acknowledged | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Math dump messages** | | |  |
| Used for math logging – will be parsed by PC and dumped into tabulated .txt file in "~/kugle\_dump/" | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xFA | float variables[1 - 62] | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Sensor dump messages** | | |  |
| Used for raw sensor logging – will be parsed by PC and dumped into tabulated .txt file in "~/kugle\_dump/" | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xFB | float variables[1 - 62] | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Covariance dump messages** | | |  |
| Used for covariance logging – will be parsed by PC and dumped into tabulated .txt file in "~/kugle\_dump/" | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xFC | float variables[1 - 62] | |

|  |  |  |  |
| --- | --- | --- | --- |
| **Debug messages** | | |  |
| Used for debug text messages up to 250 characters | | |
| Direction | **Message** | **Payload** | |
| STM32🡪PC | 0xFF | uint8 msg[1 - 250] | |

# Parameters

List/table of configurable parameters  
*See* [*https://github.com/mindThomas/Kugle-Embedded/blob/master/KugleFirmware/Libraries/Devices/LSPC/MessageTypes.h#L28-L178*](https://github.com/mindThomas/Kugle-Embedded/blob/master/KugleFirmware/Libraries/Devices/LSPC/MessageTypes.h#L28-L178) *See also* <https://github.com/mindThomas/Kugle-Embedded/blob/master/KugleFirmware/Libraries/Modules/Parameters/Parameters.h>

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **uint8 type** | **uint8**  **param** | **uint8**  **arraySize** | **Data**  **type** | **Parameter** | **Description** |
| 0x01  Debug | 0x01 | 1 | bool | EnableDumpMessages |  |
| 0x02 | 1 | bool | EnableRawSensorOutput |  |
| 0x03 | 1 | bool | UseFilteredIMUinRawSensorOutput |  |
| 0x04 | 1 | bool | DisableMotorOutput |  |
| 0x02  Behavioral | 0x01 | 1 | bool | IndependentHeading |  |
| 0x02 | 1 | bool | YawVelocityBraking |  |
| 0x03 | 1 | bool | StepTestEnabled |  |
| 0x04 | 1 | bool | SineTestEnabled |  |
| 0x05 | 1 | bool | CircleTestEnabled |  |
| 0x06 | 1 | uint8 | PowerButtonMode |  |
| 0x03  Controller | 0x01 | 1 | float | ControllerSampleRate |  |
| 0x02 | 1 | uint8 | ControllerType |  |
| 0x03 | 1 | uint8 | ControllerMode |  |
| 0x04 | 1 | bool | EnableTorqueLPF |  |
| 0x05 | 1 | float | TorqueLPFtau |  |
| 0x06 | 1 | bool | MotorFailureDetection |  |
| 0x07 | 1 | bool | EnableTorqueSaturation |  |
| ~~0x08~~ | ~~1~~ | ~~float~~ | ~~TorqueMax~~ | ~~NOT USED~~ |
| 0x09 | 1 | bool | TorqueRampUp |  |
| 0x0A | 1 | float | TorqueRampUpTime |  |
| 0x0B | 1 | bool | DisableQdot |  |
| 0x0C | 1 | bool | DisableQdotInEquivalentControl |  |
| 0x0D | 1 | bool | DisableOmegaXYInEquivalentControl |  |
| 0x0E | 1 | bool | AngularVelocityClampsEnabled |  |
| 0x0F | 3 | float | AngularVelocityClamps |  |
| 0x10 | 1 | uint8 | ManifoldType |  |
| 0x11 | 3 | float | K |  |
| 0x12 | 1 | float | Kx |  |
| 0x13 | 1 | float | Ky |  |
| 0x14 | 1 | float | Kz |  |
| 0x15 | 1 | float | Kv\_x |  |
| 0x16 | 1 | float | Kv\_y |  |
| 0x17 | 1 | float | Kvi\_x |  |
| 0x18 | 1 | float | Kvi\_y |  |
| 0x19 | 1 | float | gamma |  |
| 0x1A | 1 | bool | ContinousSwitching |  |
| 0x1B | 1 | bool | EquivalentControl |  |
| 0x1C | 3 | float | eta |  |
| 0x1D | 3 | float | epsilon |  |
| 0x1E | 3 x 8 | float | LQR\_K | Matrix values stored in row-major order |
| 0x1F | 1 | float | LQR\_MaxYawError |  |
| 0x20 | 1 | float | VelocityControl\_AccelerationLimit |  |
| 0x21 | 1 | float | VelocityControl\_UseOmegaRef |  |
| 0x22 | 1 | float | VelocityController\_MaxTilt |  |
| 0x23 | 1 | float | VelocityController\_MaxIntegralCorrection |  |
| 0x24 | 1 | float | VelocityController\_VelocityClamp |  |
| 0x25 | 1 | float | VelocityController\_IntegralGain |  |
| 0x26 | 1 | float | VelocityController\_AngleLPFtau |  |
| 0x27 | 1 | float | VelocityController\_OmegaLPFtau |  |
| 0x04  Estimator | 0x01 | 1 | float | EstimatorSampleRate |  |
| 0x02 | 1 | bool | EnableSensorLPFfilters |  |
| 0x03 | 1 | bool | EnableSoftwareLPFfilters |  |
| 0x04 | 3 | float | SoftwareLPFcoeffs\_a |  |
| 0x05 | 3 | float | SoftwareLPFcoeffs\_b |  |
| 0x06 | 1 | bool | CreateQdotFromQDifference |  |
| 0x07 | 1 | bool | UseMadgwick |  |
| 0x08 | 1 | bool | EstimateBias |  |
| 0x09 | 1 | bool | SensorDrivenQEKF |  |
| 0x0A | 1 | bool | UseCoRvelocity |  |
| 0x0B | 1 | bool | UseVelocityEstimator |  |
| 0x0C | 1 | bool | EnableVelocityLPF |  |
| 0x0D | 1 | bool | EnableWheelSlipDetector |  |
| 0x0E | 1 | bool | UseQdotInVelocityEstimator |  |
| 0x0F | 1 | bool | EstimateCOM |  |
| 0x10 | 1 | bool | EstimateCOMminVelocity |  |
| 0x11 | 1 | float | MaxCOMDeviation |  |
| 0x12 | 1 | float | MadgwickBeta |  |
| 0x13 | 1 | float | GyroCov\_Tuning\_Factor |  |
| 0x14 | 1 | float | AccelCov\_Tuning\_Factor |  |
| 0x15 | 9 | float | cov\_gyro\_mpu |  |
| 0x16 | 9 | float | cov\_acc\_mpu |  |
| 0x17 | 1 | float | sigma2\_bias |  |
| 0x18 | 1 | float | sigma2\_omega |  |
| 0x19 | 1 | float | sigma2\_heading |  |
| 0x1A | 1 | float | GyroscopeTrustFactor |  |
| 0x1B | 1 | float | eta\_encoder |  |
| 0x1C | 1 | float | eta\_accelerometer |  |
| 0x1D | 1 | float | var\_acc\_bias |  |
| 0x1E | 1 | float | var\_acceleration |  |
| 0x05  Model | 0x01 | 1 | float | l |  |
| 0x02 | 1 | float | COM\_X |  |
| 0x03 | 1 | float | COM\_Y |  |
| 0x04 | 1 | float | COM\_Z |  |
| 0x05 | 1 | float | CoR |  |
| 0x06 | 1 | float | g |  |
| 0x07 | 1 | float | rk |  |
| 0x08 | 1 | float | Mk |  |
| 0x09 | 1 | float | Jk |  |
| 0x0A | 1 | float | rw |  |
| 0x0B | 1 | float | Mw |  |
| 0x0C | 1 | float | i\_gear |  |
| 0x0D | 1 | float | Jow |  |
| 0x0E | 1 | float | Jm |  |
| 0x0F | 1 | float | Jw |  |
| 0x10 | 1 | float | Mb |  |
| 0x11 | 1 | float | Jbx |  |
| 0x12 | 1 | float | Jby |  |
| 0x13 | 1 | float | Jbz |  |
| 0x14 | 1 | float | Bvk |  |
| 0x15 | 1 | float | Bvm |  |
| 0x16 | 1 | float | Bvb |  |
| 0x17 | 1 | float | EncoderTicksPrRev |  |
| 0x18 | 1 | float | TicksPrRev |  |
| 0x19 | 1 | float | SaturationTorqueOfMaxOutputTorque |  |
| 0x06  Test | 0x01 | 1 | float | tmp | For test only |
| 0x02 | 1 | float | tmp2 |  |

|  |  |
| --- | --- |
| **Controller type** | |
| **uint8 type** | **Description** |
| 0x01 | LQR controller |
| 0x02 | Sliding mode controller |

|  |  |
| --- | --- |
| **Controller mode** | |
| **uint8 mode** | **Description** |
| 0x00 | Off |
| 0x01 | Quaternion control (balance controller reference) |
| 0x02 | Velocity control (velocity reference) |
| 0x03 | Path following*(NOT IMPLEMENTED YET)* |

|  |  |
| --- | --- |
| **Power button mode** | |
| **uint8 mode** | **Description** |
| 0x00 | Power off |
| 0x01 | Start/stop Quaternion control |
| 0x02 | Start/stop Velocity control |

|  |  |
| --- | --- |
| **Sliding manifold type** | |
| **uint8 type** | **Description** |
| 0x00 | Quaternion derivative manifold with inertial frame quaternion error |
| 0x01 | Quaternion derivative manifold with body frame quaternion error |
| 0x02 | Angular velocity manifold with inertial frame quaternion error |
| 0x03 | Angular velocity manifold with body frame quaternion error *(SUGGESTED)* |
| 0x04 | Combined velocity and quaternion derivative manifold *(TEST ONLY)* |